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1 Introduction

For economists, cryptocurrencies are very difficult to analyze. On the one hand, we would like to assume that the rich history of economic research provides us with the tools necessary to study this relatively new phenomenon. After all, our models are general and should be applicable to any asset and monetary regime. On the other hand, there are some characteristics in which cryptocurrencies differ fundamentally from everything we have seen so far. The concept of a truly decentralized and permissionless digital asset raises new questions in the context of monetary policy, transaction finality and governance. One of the unique characteristics, which is a direct consequence of decentralization, are blockchain forks, i.e. potentially persistent disagreements on the current state of the ledger that may cause the blockchain to split and create two or more competing database instances.

Forks have been discussed as early as the original Bitcoin paper (Nakamoto, 2008). They have been identified as a potential problem in security surveys (Lin and Liao, 2017) and analyzed in terms of their compatibility (Berentsen and Schär, 2017; Zamyatin et al., 2018). Additionally, there have been case study analyses for specific forks (Islam et al., 2019; Kiffer et al., 2017).

Although most economists would likely agree that chain splits are an interesting topic, there is surprisingly little economic research on forks. In fact, there is not even a clear definition of the word fork. Instead, the term is used to describe a variety of situations. Sometimes it refers to a temporary state of uncertainty, when two or more competing blocks are created at approximately the same time; at other times it refers to a change of the consensus rules that may or may not cause the network
to split and a competing version of the Blockchain to emerge.

Despite the lack of a clear definition, forks are very real and can have devastating economic effects. They cause confusion and mix-ups when there are several competing versions of a cryptoasset. Moreover, they may open up new attack vectors through the potential of a replay attack and jeopardize data protection through cross-chain identity analyses. Tax and legal questions (Himmer et al., 2018; Landoni and Pieters, 2019; Webb, 2018), as well as the need for large financial investments to ensure the compatibility of storage solutions with new forks, introduce additional inefficiencies and, when the forked blockchain is used for the tokenization of off-chain assets or serves as a platform for interoperable decentralized applications, the situation gets even more complicated. To sum up, forks undermine the trust in the system and sow uncertainty.

There is no lack of examples for Blockchain forks. As of May 2020, there are more than forty listed cryptoassets that originated from a Bitcoin chain split and five that split from Ethereum.\(^2\) While most forks are economically irrelevant, the two most prominent examples highlight the uncertainty involved in a forking event (Berentsen and Schär, 2018). On 20 July 2016, a large portion of the Ethereum community decided to change the consensus rules in response to the DAO hack (Mehar et al., 2017). On 20 July 2016, a large portion of the Ethereum community decided to change the consensus rules in response to the DAO hack (Mehar et al., 2017). Some members of the community wanted to perform an irregular state change and thereby undo the hack, while others decided to stick to the original rules and the blockchain’s immutability. The resulting fork led to two competing chains. Ethereum Classic (following the original rules) and Ethereum (where the hack was undone).

On 1 August 2017, a long standing disagreement in the Bitcoin community led to the Bitcoin Cash fork. The difference was mainly in block size. While the Bitcoin community kept a limit of 1 MB blocks and was in favor of second layer scaling solutions, Bitcoin Cash followers wanted to scale on-chain and implemented a 8 MB block size.

Interestingly, the two examples had a completely different outcome. In the case of Bitcoin, the blockchain with the modified rules corresponds to approximately 2.5% of the Bitcoin market cap. With Ethereum, it is the other way around. The DAO fork version became the dominant chain and has a market cap that is approx. 30 times higher than the market cap of the blockchain with the original consensus rules.3

In addition to forks that materialize in chain splits, there are certain types of forks that dissolve immediately. Bitcoin’s Segregated Witness (SegWit) modification changed some of the rules. However, as a result of the way the change was implemented and the allocation of consensus-relevant resources, the SegWit version was uncontested.

Considering these examples, the diversity of potential outcomes and the corresponding economic consequences, it is essential to have a good understanding of blockchain forks. It is particularly important to be able to distinguish between the different types of forks. That is why this article introduces a formal classification framework, in an attempt to untangle the various meanings of the term fork and to provide a foundation for further research.

After this short introduction, we propose our framework in Section 2. We differen-
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tiate between process-based and protocol-based forks, study different sub-categories of protocol-based forks and argue that our classification allows us to explain the severity and long-term implications. In Section 3, we study the persistency of forks and demonstrate how the probability that a permanent protocol-based fork emerges depends on two factors: the allocation of consensus-relevant resources and the relative size of the intersection of the two block acceptance sets. In Section 4, we briefly discuss our results and conclude with areas that need further research.

2 Formal Classification Framework

Let us assume that there are two consensus-relevant nodes (CRN) $M_A$ and $M_B$. Both are validating and relaying transactions and are trying to extend the blockchain by assembling candidate blocks. Candidate blocks are transaction collections that compete for the inclusion into the blockchain. They will get accepted if they are created in accordance with the blockchain’s consensus rules. In particular, the candidate block and all included transactions must be cryptographically sound, exclusively reference valid outputs and provide solutions to the locking scripts (utxo model), result in valid state changes (account-based model) and satisfy the threshold criterion that artificially decreases the block creation speed.

Let us further assume that there is a finite block acceptance set $S$ with $S \neq \emptyset$, that incorporates all of these criteria, so that a candidate block $b$ will get accepted by any network participant who is employing $S$ if a proposal $b \in S$ and refused if $b \notin S$. For the sake of readability, we denote confirmed blocks with $b_h$, where index
$h \in \{0, ..., N - 1\}$ is a sequence number representing the block’s position in the blockchain, i.e. the block height and $N$ is the length of the dynamic block sequence vector. Figure 1 shows a simple block sequence (or blockchain) consisting of 4 blocks.

![Figure 1: A simple block sequence](image)

The decentralized nature of block creation can lead to disagreements, which may result in the emergence of two or more incompatible versions of the blockchain. This is usually referred to as a fork or chain-split. More precisely, we define a fork as a network state in which there are two (or more) active branches, with a common origin, i.e. a block from which these branches split. A generic example of this situation is shown in Figure 2, where the two branches with blocks $b_3$ and $b_{3a}$ respectively, both originate from $b_2$.

![Figure 2: A simple fork](image)

Some forks will only have a temporary effect and dissolve relatively quickly. Others may permanently split the network into two (or more) competing versions. Once we understand that forks differ significantly – not only in their type but also in the potential consequences – it becomes apparent that there is a need for a formal
analysis and a framework to assess the type and potential consequences of a fork.

Let us first differentiate between process-based forks and protocol-based forks. To do so, we must allow each CRN to choose its own block acceptance set. Let us denote the block acceptance set of CRN $M_A$ with $A$ and the block acceptance set of CRN $M_B$ with $B$.

We call a fork process-based when it emerges, despite the two CRN $M_A$ and $M_B$ generating blocks in accordance with the same block acceptance set $S$, such that $A = B = S$. Since there are no differences in the rule set, the state will be determined exclusively by the allocation of consensus-relevant resources; hence, the name process-based.

We call a fork protocol-based when it emerges as a consequence of differences in the block acceptance sets, i.e. $A \neq B$. It may be caused due to differences in the interpretation or a change of the consensus rules. If, for example, $M_A$ has a different understanding of the consensus protocol than $M_B$, and therefore does not accept $M_B$’s newly created block, this may cause a protocol-based fork.

Process- and protocol-based forks can both emerge unintentionally or deliberately. Unintentionally means that the fork just happens without any party actively trying to create a fork. Deliberately means that at least one party wanted the fork to emerge and has taken steps to actively promote it. Table 1 summarizes our preliminary findings. The four categories will be described in the following sections.
2.1 Process-based

An unintentional process-based fork is usually referred to as probabilistic block race. It emerges whenever two or more CRN find a new block at approximately the same time. This is possible due to the probabilistic nature of the block creation process, inherent to many consensus protocols. Let us turn to the example in Figure 2 and assume that, $b_3$ and $b_{3a}$ have been created nearly at the same time. Both blocks have the same block height and therefore are conflicting, meaning that only one of these blocks can prevail. A probabilistic block race is a temporary phenomenon that resolves after a short period of uncertainty – in particular, when one of the competing blockchain versions gets extended by another block. Considering the longest chain consensus rule, or more precisely the highest accumulated difficulty (Nakamoto, 2008) or any of its variations (Sompolinsky and Zohar, 2015), the extension creates an incentive for all neutral CRN to join the dominant version.

Deliberate process-based forks are somewhat more complex and harder to resolve. They may originate from two distinct sources.
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<table>
<thead>
<tr>
<th>Process-based ($A = B = S$)</th>
<th>Protocol-based ($A \neq B$)</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Unintentional</strong></td>
<td><strong>Client Incompatibility</strong></td>
</tr>
<tr>
<td>Probabilistic Block Race</td>
<td>• Soft Fork</td>
</tr>
<tr>
<td></td>
<td>• Hard Fork</td>
</tr>
<tr>
<td></td>
<td>• Forced Fork</td>
</tr>
<tr>
<td><strong>Deliberate</strong></td>
<td><strong>Rule Change</strong></td>
</tr>
<tr>
<td>Block Withholding &amp; Forced Block Race</td>
<td>• Soft Fork</td>
</tr>
<tr>
<td></td>
<td>• Hard Fork</td>
</tr>
<tr>
<td></td>
<td>• Forced Fork</td>
</tr>
</tbody>
</table>

Table 1: The 4 types of forks.
First, a CRN may decide to attack the dominant version of the blockchain by creating a new block that builds on an already confirmed block with \( h(b_a) < N - 1 \). If conducted successfully, this attack may render any blocks with \( h \geq h(b_a) \) invalid. Attacks of this kind can only create temporary forks, which dissolve when the attacker is successful or decides to abort the attack.

Second, deliberate process-based forks may also emerge, when a CRN succeeds in creating a new block but decides to withhold the information regarding the existence of this block. The CRN may use the newly found block as a parent and immediately start working on the next block without telling anyone that it has found a valid block - giving it a head start and potentially letting others partially waste their consensus-relevant resources. This phenomenon is usually referred to as selfish mining or block withholding (Eyal and Sirer, 2018; Sapirshtein et al., 2016). The practical implications of these forks are debatable and there are certain defense mechanisms (Zhang and Preneel, 2017). While block withholding may create severe uncertainty in the short run and potentially undermine the perceived immutability characteristics of the blockchain, it is important to note that (a) the CRN will only be able to do this successfully if it is in control of a large portion of the network’s consensus-relevant resources and (b) that this type of fork is a temporary phenomenon that will automatically dissolve once the CRN discloses the information. Nonetheless, forks of this kind may potentially lead to transactions being reordered or completely removed from the dominant version of the blockchain.
2.2 Protocol-based

An *unintentional* protocol-based fork may emerge in the case of a bug in the software client. Let us assume that $M_A$ and $M_B$ use different clients, that is, different versions of the same client or alternative software implementations of the same consensus rule set. If one of these clients happens to have a bug, it may accept a block that is not accepted by other implementations or, conversely, not accept a block that is accepted by other implementations. Both situations may cause a chain split (Kim et al., 2018). Similar situations may arise if the consensus rules are not well specified, i.e. if there is room for interpretation. Client incompatibilities usually get resolved quickly, as there is no incentive to keep using a faulty version of a client once a bug is detected.

A *deliberate* protocol-based fork is what most people think of when they use the term “fork”. It emerges when part of the network decides to alter the blockchain’s rule set and proceed with an adapted consensus protocol. In many cases, a new distinct cryptocurrency is created from this type of fork. It is therefore rather unsurprising that this type receives most attention and public awareness.

![Diagram of block acceptance sets for soft, hard and forced forks](image)

Figure 3: The block acceptance set of the old ($S_{\text{old}}$) and new ($S_{\text{new}}$) client implementation in the case of a (protocol-based) soft fork, hard fork or forced forks. Process-based forks are excluded since the old and the new block acceptance sets are equal. Visualization in the style of (Berentsen and Schär, 2017).
To proceed with our analysis of protocol-based forks, we must assume that there is a consensus rule change. For the sake of readability, we rewrite the block acceptance sets $A$ and $B$ as $S_{old}$ and $S_{new}$. We further assume that any rule changes will be reflected in $S_{new}$, while $S_{old}$ will stick to the original rules. This notation allows us to propose a formal sub-classification model for protocol-based forks, with the three subtypes: soft forks, hard forks and forced forks. The sub-classification depends on the nature and the implementation of the rule change. As we will see in the next section, the outcome and persistence of protocol-based forks, including the question whether the fork emerges in the first place, is contingent on whether the new block acceptance set $S_{new}$ is a proper subset or a proper superset of the old block acceptance set $S_{old}$, or whether the two differ significantly in the sense that neither one is a proper subset of the other. Let us first have a look at the three sub-types and then analyze the persistence under different assumptions. The three possible types are shown in Figure 3 and described below.

### 2.2.1 Soft Fork

A soft fork refers to a change in the consensus protocol, in which the rules for creating new blocks become stricter (Berentsen and Schär, 2017), such that the new block acceptance set $S_{new}$ is a proper subset of the original block acceptance set $S_{old}$.

$$S_{new} \subset S_{old} \quad (1)$$

As a result, blocks that are valid under the new implementation will always get
accepted by anyone using the old implementation. However, in most cases, the new client will not accept blocks generated by anyone who is applying the old rule set. This becomes apparent when we look at a simple example of a soft fork: a block size limit decrease. Let us assume that some individuals in the Bitcoin network want to decrease a 1 MB block size limit to 512KB (0.5 MB) and thereby halve the number of transactions that can be included in each block. Anyone who is applying the new rule set will produce blocks with a maximum size of half a MB. Since these blocks are below the original 1 MB block size limit, they will get accepted by either party.\footnote{A more relevant – and more complex – example is Bitcoin’s SegWit soft fork. An in-depth analysis of the SegWit implementation would go far beyond the scope of this paper. In very simple terms, segregated witness introduces a new transaction type with the goal to move signature data to a separate data structure and thereby fixes an issue known as transaction malleability. Nodes who use the old consensus rules are unable to observe the new locking condition and will therefore still accept blocks that have been created under the new rules.}

### 2.2.2 Hard Fork

A hard fork refers to the reverse situation. The new implementation makes the consensus rules for block creation less strict (Berentsen and Schär, 2017). Consequently, the new block acceptance set \( S_{\text{new}} \) is a proper superset of the old block acceptance set \( S_{\text{old}} \).

\[
S_{\text{new}} \supset S_{\text{old}}
\]  

(2)

The consequence of this is that blocks created using the new implementation can be rejected by old clients. Conversely, new clients will always consider blocks that are generated in accordance with \( S_{\text{old}} \) as valid. A block size limit increase is a vivid
example of a hard fork. Let us assume that some individuals in the Bitcoin network want to increase the 1 MB block size limit to 2 MB and thereby double the number of transactions that can be included in each block. Anyone who is applying the new rule may potentially produce blocks with a size greater than 1MB, that is, greater than the limit of the original consensus rules. These blocks will be rejected by anyone who is applying the old rule set.

### 2.2.3 Forced Fork

A forced fork corresponds to a change in the rule set that will inevitably lead to incompatibilities and cause a permanent chain split. The new block acceptance set $S_{\text{new}}$ is neither a subset nor a superset of the old block acceptance set $S_{\text{old}}$, or more formally:

$$ (S_{\text{new}} \setminus S_{\text{old}} \neq \emptyset) \land (S_{\text{old}} \setminus S_{\text{new}} \neq \emptyset) $$

(3)

Where $S_{\text{new}} \setminus S_{\text{old}}$ denotes the relative complement, such that

$$ S_{\text{new}} \setminus S_{\text{old}} \overset{\text{def}}{=} \{ x \in S_{\text{new}} | x \notin S_{\text{old}} \} $$

(4)

meaning that both relative complements must not correspond to the empty set.

It refers to a situation in which the old clients will not unconditionally accept blocks created in accordance with the new clients’ rule set and vice versa. Eventually, a forced fork with non-zero allocations of consensus-relevant resources for both block acceptance sets will always lead to a chain-split. Good examples include severe
changes in the scripting language, the transaction logic or the signature scheme.

<table>
<thead>
<tr>
<th></th>
<th>$S_{new}$ dominant ($r_{new} &gt; r_{old}$)</th>
<th>$S_{old}$ dominant ($r_{new} &lt; r_{old}$)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Soft fork</td>
<td>![Diagram of Soft Fork]</td>
<td>![Diagram of Soft Fork]</td>
</tr>
<tr>
<td>Hard fork</td>
<td>![Diagram of Hard Fork]</td>
<td>![Diagram of Hard Fork]</td>
</tr>
<tr>
<td>Forced fork</td>
<td>![Diagram of Forced Fork]</td>
<td>![Diagram of Forced Fork]</td>
</tr>
</tbody>
</table>

Table 2: Persistency analysis and ledger development with soft, hard and forced forks, depending on the allocation of consensus-relevant resources. White = blocks generated in accordance with block acceptance set $S_{old}$. Blue = blocks generated in accordance with block acceptance set $S_{new}$. Forks occur respectively at $h = 3$. We further assume $r_{new} > 0$ and $r_{old} > 0$. Visualization in the style of (Berentsen and Schär, 2017).

3 Persistency Analysis

The outcome and persistence of process-based forks exclusively depend on the allocation of consensus-relevant resources and the speed of block propagation, which is subject to network topology. The outcome and persistence of protocol-based forks depend on an additional factor: the nature of the protocol change as discussed in our sub-classification in the previous section. We now build on this sub-classification and analyze the different types of protocol-based forks in greater detail. Table 2 visualizes the outcomes of our persistency analysis.
3.1 Forced Fork Persistency

For forced forks, there is always a certain risk that new blocks will only get accepted by a subset of the clients. The likelihood of a permanent chain split, given a change in the block acceptance set that fulfills our criteria of a forced fork, depends on the size of intersection $S_{old} \cap S_{new}$ in relation to the size of $S_{old}$ and $S_{new}$.

Now let us define $R$ as a measure for the aggregate consensus-relevant resources. We further assume that $R = r_{old} + r_{new}$ where $r_{old}$ and $r_{new}$ represent the consensus-relevant resources employed to find valid blocks in accordance with $S_{old}$ and $S_{new}$ respectively.

Considering the two block acceptance sets as well as the allocation of consensus-relevant resources, we get the probability of a chain split with the creation of the next block.

$$P(b \in S_{new} \lor b \in S_{old}) = \frac{r_{old}}{R} \left(1 - \frac{|S_{new} \cap S_{old}|}{|S_{old}|}\right) + \frac{r_{new}}{R} \left(1 - \frac{|S_{new} \cap S_{old}|}{|S_{new}|}\right) \quad (5)$$

3.2 Soft Fork Persistency

Recall that we classify a fork as a soft fork if it materializes due to a change in the block acceptance set, with $S_{new} \subset S_{old}$.

If the majority of the consensus-relevant resources are allocated to consensus activities in accordance with the block acceptance set $S_{new}$, meaning $r_{old} < r_{new}$, we would expect the CRN to agree on a generally accepted version of the blockchain. If, on the other hand, the majority of the consensus-relevant resources follow the
old block acceptance set, meaning \( r_{\text{old}} > r_{\text{new}} \), there would be a severe risk of a permanent chain split.

The likelihood of a permanent fork arising with the creation of the next block is given by either of the groups creating a block that will not be accepted by the other group. Given the definition of a soft fork, that any block \( b \) created in accordance with \( S_{\text{new}} \) also is an element of \( S_{\text{old}} \), we get

\[
P \left[ (b \notin S_{\text{old}}) \land (b \in S_{\text{new}} | S_{\text{new}} \subset S_{\text{old}}) \right] = 0. \quad (6)
\]

The probability of creating a block that is accepted by \( S_{\text{old}} \) but is not accepted by \( S_{\text{new}} \) CRN depends on the relative size of the intersection \( S_{\text{new}} \), as well as the relative size of \( r_{\text{old}} \).

\[
P \left[ (b \in S_{\text{old}}) \land (b \notin S_{\text{new}} | S_{\text{new}} \subset S_{\text{old}}) \right] = \frac{r_{\text{old}}}{R} \left( 1 - \frac{|S_{\text{new}}|}{|S_{\text{old}}|} \right) \quad (7)
\]

This equation corresponds to the soft fork probability that the next block creation event will permanently split the chain.

### 3.3 Hard Fork Persistency

Recall that we classify a fork as a hard fork if it materializes due to a change in the block acceptance set, with \( S_{\text{new}} \supset S_{\text{old}} \).

If the majority of the consensus-relevant resources are allocated to consensus
activities in accordance with the block acceptance set $S_{old}$, meaning $r_{old} > r_{new}$, we would expect the CRN to agree on a generally accepted version of the blockchain. If, on the other hand, the majority of the consensus-relevant resources follow the old block acceptance set, meaning $r_{old} < r_{new}$, there would be a severe risk of a permanent chain split.

As in our previous examples with soft forks, the respective probabilities that a fork materializes with the creation of the next block are given by the following two equations.

\[
P \left[ (b \not\in S_{new}) \land (b \in S_{old} \mid S_{new} \supset S_{old}) \right] = 0 \tag{8}
\]
\[
P \left[ (b \in S_{new}) \land (b \not\in S_{old} \mid S_{new} \supset S_{old}) \right] = \frac{r_{new}}{R} \left( 1 - \frac{|S_{old}|}{|S_{new}|} \right) \tag{9}
\]

This equation corresponds to the hard fork probability that the next block creation event will permanently split the chain.

4 Conclusion

In this paper, we have shown the importance of distinguishing between various types of forks. We have proposed a formal classification framework and analyzed the likelihood and persistency of forks depending on their type and the allocation of consensus-relevant resources. The framework is applicable to a large variety of consensus models. However, some sub-classifications are exclusive to models with probabilistic finality and unrestricted validator pools. In particular, most permissioned
consensus systems may not create process-based forks.

Considering that forks may have severe economic consequences and cause financial damage, the need for a formal classification should be evident. In particular, the framework may help policy makers and practitioners to anticipate potential outcomes and react accordingly. In the following, we discuss some general implications.

First, economic agents must protect themselves from replay attacks, i.e. situations in which a signed transaction is broadcasted on one blockchain network, but then copied and relayed on competing blockchain instances. When a new protocol-based fork emerges, one should not sign and broadcast any transactions until they know that proper replay attack protection is in place. This is of particular importance for organizations that assume the role of a custodian and are responsible for client funds.

Secondly, tokenized assets may be very problematic in the context of forks. Native protocol assets, such as Bitcoin or Ether, are relatively straightforward to handle. They simply split, meaning that the previous owner will receive a version of the asset on each blockchain instance and the market will decide the price of each asset. However, when external promises or real world assets are tokenized, a fork will lead to a situation in which there are multiple tokens but only one physical asset.

Thirdly, forks may raise complicated tax and legal questions, lead to substantial development costs and force economic agents to make decisions under uncertainty. Consequently, each organization should define economic and financial threshold values, as well as other minimum requirements that must be fulfilled for a fork to be considered relevant. Custodians should add these standards to their terms and
conditions and inform their clients that assets will only be made available, if they meet the minimum requirements. Our framework helps practitioners and policy makers to take these decisions and to formally define the relevant parameters.

For academics, the framework is a solid foundation for further research and a first step in the direction of a more formal terminology. As such, it will significantly improve our understanding of blockchain forks.

We strongly encourage further research on this topic. Some interesting ideas include the incorporation of velvet forks (Kiayias et al., 2017) and the analysis of the framework in the context of various consensus protocols. Moreover, it would be interesting to collect data on real world forks and see how they can be categorized in our framework.
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